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SBMLsimulator is a fast, accurate, and easily usable program for dynamic simulation and heuristic parameter optimization of models encoded in the Systems Biology Markup Language (SBML). In order to ensure a high reliability of this software, it has been benchmarked against the entire SBML Test Suite and all models from the BioModels database. It includes the large collection of nature-inspired heuristic optimization procedures for efficient model calibration from the framework EvA2. SBMLsimulator provides an intuitive Graphical User Interface (GUI) and several command-line options to be suitable for large-scale batch processing and model calibration. SBMLsimulator runs on all platforms that provide a standard Java Virtual Machine and is based on the open-source library JSBML. The simulation core library of SBMLsimulator can be obtained as a separate application programming library.
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1 Introduction

SBMLsimulator is a easily usable, portable, and powerful simulation and parameter optimization engine for biochemical network models in Systems Biology Markup Language (SBML) format (Hucka et al. 2003). It uses the JSBML-based Systems Biology Simulation Core Library (SBSCL) (Dräger et al. 2011; Keller et al. 2013) as its computational core and combines its functions with EvA2 (Kronfeld et al. 2010), a Java™ framework for nature-inspired heuristic optimization procedures. In this context, optimization means the estimation of model parameters, i.e., the calibration of a model with respect to given experimental data (Dräger et al. 2009).

This document is intended to guide you through the function and use of SBMLsimulator. We will start by explaining how to install and launch the program, and how to use its more advanced features.

1.0.1 Main program features

SBMLsimulator has been designed to

- parse SBML files and display its content in a Graphical User Interface (GUI) for exploration.
- insert missing values into the model that are required to perform a dynamic simulation.
- interpret metabolic, gene regulatory, and signal transduction models in terms of an Ordinary Differential Equation (ODE) systems and solve those with numerical integration methods.
- fit the model to given experimental data and save the optimization results in the model.
- plot experimental and simulation data, i.e., temporal changes of all model components.
- export simulation results as CSV or image file.
- save your preferences and restore all your settings when launched next time.
- be launched as a Garuda gadget from the Garuda dashboard (Ghosh et al. 2011).
- be used as a Java™ Web Start application without any local installation of software, directly from the website in your browser or by clicking at this link: SBMLsimulator-latest.jnlp
- be used in a command-line mode without Graphical User Interface (GUI).
- be embedded as an Application Programming Interface (API) in a third-party program, allowing to access all of its functions in more complex scripts and procedures.
2 Installation

SBMLsimulator comes as a Java™ Archive (JAR) file. You can download it from http://www.cogsys.cs.uni-tuebingen.de/software/SBMLsimulator/ It can run out-of-the-box on all systems where a Java™ Virtual Machine (JVM) is installed and does not require any further installations.

2.1 Requirements

2.1.1 Software

SBMLsimulator is entirely written in Java™ and runs on any operating system where a suitable Java™ Virtual Machine (JVM) (Java™ Development Kit (JDK) version 1.6 or newer) is installed. It has been successfully tested on Microsoft Windows 7, Linux (Ubuntu 10.04 LTS), and Mac OS X versions 10.6.8 (Snow Leopard) to 10.9.2 (Mavericks). See, for example, the Java™ SE download page If you encounter any issues with your operating system, the chapter 6 on page 28 might provide answers to you. Otherwise, contact the developer team mailing list sbmlsimulator@googlegroups.com

2.1.2 Hardware

With at least 1 GB main memory, you should be able to perform most tasks without any problem. An active internet connection is not required for simulations, but for some other application features (e.g., on-line update).

2.2 Starting the application

If you downloaded a ZIP-file, you need to unzip it before starting the application. In the most simple case, you can launch SBMLsimulator by double-clicking at the Java™ application icon (see image next to this text). You can also start the application on all operating system by typing

```
java -jar -Xms128m -Xmx1024m SBMLsimulator.jar
```

2.2 Starting the application

on your command prompt. Please note that you might have to change SBMLsimulator.jar for the real name of the JAR file, e.g., SBMLsimulator_v1.2.jar. In this example, a minimum of 128 MB and a maximum of 1024 MB of memory will be available for the program. In most cases, SBMLsimulator needs more than 128 MB memory, so it might be convenient to create a shortcut and start the application with as much memory as available. If you have 2 GB RAM, for example, you might want to start the application with the following command:

```
java -Xms128m -Xmx1400M -jar SBMLsimulator.jar
```

To simplify matters, you could create a start-scripts to run the application with as much memory as possible. How much memory is actually needed strongly depends on the size of your input datasets.

SBMLsimulator is a bi-lingual program, which has been translated to German in addition to its English user interface. When launching the program, it uses English, unless your operating system has a German environment. You can select the language of the program by passing the parameter `-Duser.language=en` to the Java™ Virtual Machine (JVM) upon the start of the program if you like to have an English user interface, or `de` for the German interface.
3 How to get started

To demonstrate the use of SBMLsimulator, we use the model by Bucher et al. (2011). You can download this model from BioModels Database (Le Novère et al., 2006) under accession No. 328. There are also many other published models available from this website. All published models that have been curated by the team of model curators are listed at the website of BioModels Database.1 If you like to download a model, click on the respective ID, which brings you to a page containing a description of the model and a button “Download SBML”. Position the cursor at this button and then you see the possible SBML levels (abbreviated with L) and versions (abbreviated with V) to download. If you click on the respective combination of level and version, the desired SBML file will be downloaded.

Alternatively, you can also create an SBML model yourself. To this end, dedicated software solutions like CellDesigner (Funahashi et al., 2003) can be used. For downloading CellDesigner please go to the project’s website.2

In order to perform model simulations, you first need to load an SBML model. If you additionally want to compare the simulation results to experimental data or run a parameter estimation, it is required to also load the experimental data into SBMLsimulator. In our example, we generate artificial data from the example model. You can obtain artificial data, too, by running a simulation with SBMLsimulator and exporting the numerical solution to a CSV file. This procedure is explained in detail below.

3.1 Open a model file

You can simply drag&drop the model file (an SBML document) into the application or select File Open Open model to load a model (see fig. 3.1 on the next page). Another option would be to click at the folder icon in the tool-bar, which is displayed next to this text. The tool-bar contains the icon that is displayed next to this text. Depending on your operating system, you can also use the key stroke combinations ⌘O (Mac OS X) or Ctrl+O (Linux and Microsoft Windows). SBMLsimulator memorizes up to ten previously opened SBML documents in the menu under File Recent files, where the most recently used file will appear at the top most position. You can also use the keystroke combinationsEsc or Alt+0 to 9 (operating system-dependent).

Now, the model is loaded and the window in fig. 3.2 on page 6 appears. The right part of the window is for plotting simulation results and experimental data points (if experimental data has

1 http://www.ebi.ac.uk/biomodels-main/publmodels
2 www.celldesigner.org
3.2 Simulate a model

You can now select the simulations results of which elements should be plotted by clicking at the individual check boxes for model components of interest. The buttons [Select] and [Deselect] give you the choice to visualize or remove an entire group of elements from the plot, such as all species or all fluxes. For instance, select to plot all species values (see fig. 3.3 on
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Figure 3.2: SBMLsimulator with a loaded model. The window lets the user choose the simulation settings (bottom), the parameter values (center left), and the quantities to plot (upper left). The plot section is on the right.

the next page). Selecting model components is necessary, because SBMLsimulator does not know which model components you like to display in the plot. Then you have to click on the simulation button (fig. 3.4 on page 9). The simulation results can then be displayed in the plot section (fig. 3.5 on page 10).

SBMLsimulator offers a large variety of integration routines. The solver, which should work best for all models, is the Rosenbrock solver. However, its high preciseness comes at the cost of a running time longer than that of the other solvers. Table 3.1 lists all solvers provided by SBMLsimulator together with a short description and a reference for more information.

If in some cases a simulation run consumes too much time, you can always interrupt it by clicking at the stop button in the tool-bar (see image at the side of this text), which is activated whenever you launch a simulation.
### 3.2 Simulate a model

#### Figure 3.3: Selection of quantities for plotting. The user can click on [Select Species] in order to choose all species for plotting.

#### Table 3.1: Solvers provided by SBMLsimulator

<table>
<thead>
<tr>
<th>Name</th>
<th>Description</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>Adams-Bashforth</td>
<td>This is an explicit multi-step integration method. The solver uses a step-size adaptation. It is faster than Rosenbrock, but not applicable for very stiff differential equation systems. This solver is provided by Apache Commons.</td>
<td>Apache Software Foundation (2013)</td>
</tr>
<tr>
<td>Adams-Moulton</td>
<td>The method by Adams and Moulton is an implicit multi-step integration method, which uses a step-size adaptation. It is also faster than Rosenbrock, but not applicable for all models. This solver is provided by Apache Commons.</td>
<td>Apache Software Foundation (2013)</td>
</tr>
</tbody>
</table>

Continued on the next page...
### Table 3.1: Solvers provided by SBMLsimulator (continued)

<table>
<thead>
<tr>
<th>Name</th>
<th>Description</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dormand-Prince 54</td>
<td>The Dormand Prince in an explicit integration method of order 5, which belongs to the family of Runge-Kutta methods. Step-size adaptation is included in the routine. This solver works for most models, but can have problems with extremely stiff differential equation systems. It is provided by Apache Commons.</td>
<td>Apache Software (2013)</td>
</tr>
<tr>
<td>Dormand-Prince 853</td>
<td>This solver is similar to Dormand-Prince 54, but it is of order 8. It comprises more function evaluations than Dormand-Prince 54 and is therefore more precise, but also slower. It is provided by Apache Commons.</td>
<td>Apache Software (2013)</td>
</tr>
<tr>
<td>Euler</td>
<td>The explicit Euler method. This is a very fast and simple solver, that lacks a step-size adaptation and might therefore be imprecise.</td>
<td>Press et al. (1992)</td>
</tr>
<tr>
<td>Gragg-Bulirsch-Stoer</td>
<td>This method belongs to the most efficient and accurate methods with step-size adaptation for non-stiff differential equations. Its use is not recommended for stiff differential equations. This solver is provided by Apache Commons.</td>
<td>Apache Software (2013)</td>
</tr>
<tr>
<td>Higham-Hall 54</td>
<td>The method by Higham and Hall is a Runge-Kutta method of order 5 with step-size control. The solver is similar to the Dormand-Prince 54 solver. It is provided by Apache Commons.</td>
<td>Apache Software (2013)</td>
</tr>
<tr>
<td>Rosenbrock</td>
<td>This adapted solver comprises Rosenbrock’s method, which includes an adaptation of step-size. This implementation is specifically dedicated to precise simulation of SBML models and is applicable for very stiff differential equation systems. But it might be significantly slower for some models than the other solvers.</td>
<td>Press et al. (1992)</td>
</tr>
<tr>
<td>Runge-Kutta</td>
<td>The classical fourth order Runge-Kutta method. It is fast, but imprecise for many models, as it does not contain a step-size adaptation.</td>
<td>Press et al. (1992)</td>
</tr>
</tbody>
</table>

### 3.3 Explore the tree structure of the model

Choose the tab **Model** and you see the SBML document in a tree structure that you can explore (fig. 3.6 on page 11).
3.4 Save plot image

If you like to save the current plot as an image, just select the tab Simulation. You can then save the image of the results plot by clicking at File Save as. For users who prefer keystroke combinations, it is also possible to save the plot by hitting the keys $\text{Cmd} + \text{S}$ if you are working under Mac OS X, or $\text{Ctrl} + \text{S}$ for Linux and Microsoft Windows. By clicking at the printer icon (displayed next to this text) you can print the current plot or save it as a Portable Document Format (PDF). The print function can also be used with the keystroke combination $\text{Cmd}$. 

Figure 3.4: Starting of a simulation in SBMLsimulator. By clicking on the simulation button, the simulation of the model is started.

A search function at the bottom gives you the opportunity to browse the model for certain components. Here you can search for Identifiers (Ids) or names of components. The tree will be expanded and elements that do not match your filter criteria will be removed from the view. When clicking at individual model components, the program displays detailed information about the selected element.
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Figure 3.5: Simulation results plotted in SBMLsimulator. The simulation results are plotted in the right part of the window.

+P (Mac OS X) or Ctrl+P (Microsoft Windows and Linux).

3.5 Save simulation data

You need to select the tab Computed data (see fig. 3.7 on page 12). Then you can save the simulation data under File Save as. Just like for the plot data, you can also use keystroke combinations to save your simulation data. To this end, just select the tab Computed data and hit the keys +S if you are working under Mac OS X, or Ctrl+Shift+S for Linux and Microsoft Windows.

3.6 Save model

In order to save the model with the parameter, species and compartment values that you have modified, you first have to select the tab Model. Then you can save the simulation data under File.
3.7 Prepare experimental data

First of all, make sure that your experimental data is in one of the required file formats. The application can read CSV files, which are mostly tab-separated files with data. To use Microsoft Excel-data, you can simply open your Microsoft Excel spreadsheet, click File \(\text{Save as}\) and select “Tab-separated text file”. For all files, we require one column called “Time” that should contain for each row the time point it refers to. The other columns should be called with the Id of the respective quantity in the model and should contain the measured values at the time points, or Not a Number (NaN) if the measurement for a time point is missing.

Figure 3.6: Display of model tree. The model tree is shown when clicking on the Model tab. The user can explore the model by clicking at elements within the tree. Again, also for this purpose you can use keystrokes the combinations + for Mac OS X) or + (for Linux and Microsoft Windows) when the Model tab is selected.
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Figure 3.7: Table with simulation data. Under the tab [Computed data] the user can see the simulation results in a table. They can be saved under [File] Save as.

### 3.7.1 Experimental data example

As described, you need a column with the time points and multiple columns that state the values (often concentrations) of each quantity at each time point. The following is an example how an input file may look like:

Listing 3.1: Input file example for experimental data

<table>
<thead>
<tr>
<th>Time</th>
<th>s1</th>
<th>s2</th>
<th>s3</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>32.456E-12</td>
<td>7.02</td>
<td>12E32</td>
</tr>
<tr>
<td>4</td>
<td>5E-54</td>
<td>179.05E-14</td>
<td>0.005</td>
</tr>
</tbody>
</table>

... ... ... ...

### 3.8 Open experimental data in SBMLsimulator

In general, all data must be processed expression data in tabular text files (see section [3.7](#) on page [11](#) for descriptions and examples of the input file formats). Then, there are many possibilities to open datasets in SBMLsimulator. For example, you can simply drag&drop data into the application or select [File] Open Load experimental data to open a file. Just like in the case of model files, you can also use the key stroke combination `⌘+O` or `Ctrl+O` depending on your operating system.
3.8 Open experimental data in SBMLsimulator

Figure 3.8: Example of the data import dialog. The “CSV Options” panel might be expanded to correct auto-detected input file properties. At the table in the lower half, the content of each column must be specified.

Please note that you cannot open experimental data before loading a model. This is because an SBML file can contain various meta information about model components, whereas the simple CSV format might not suffice to build the complex data structure for the display.

The fig. 3.8 shows an example of the file input dialog. Here we open the simulation data saved in section 3.5 on page 10. This data have been restricted to the quantities that were experimentally measured for the parameter estimation in the respective publication by Bucher et al. (2011). If the input file format has not been inferred automatically (which is not the case here), one may click on the black “CSV Options” label to specify further options (like “column separator char” or if the file contains headers—see fig. 3.9).

Figure 3.9: Expanded “CSV Options” allow to give details for the input file. These properties are auto-detected and only need to be changed if the auto-detection failed to correctly infer those properties.
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Figure 3.10: SBMLsimulator after simulation and loading of experimental data. The plot shows the simulation results and the experimental data points as dots.

In the table at the lower half of this dialog, one must specify the content of each column. This can be done by clicking on the combo box below the captions.

After the experimental data are uploaded, the plot shows the respective data points as dots (see fig. 3.10).

3.9 Parameter estimation

In many cases, biological models contain quantities with uncertain values. These values must be estimated by calibrating the model with respect to given experimental data. To facilitate this complicated procedure, SBMLsimulator comes with the optimization toolbox EvA2 that provides a large collection of nature inspired heuristic optimization procedures, e.g., evolution strategies (Rechenberg 1973, Schwefel 1975), genetic algorithms (Holland 1975), differential evolution (Storn 1996), or particle swarm optimization (Clerc and Kennedy 2002, Clerc 2005), as well as niche-based methods that have been found to be particularly useful for applications in
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systems biology (Kronfeld et al., 2009).

Click on the estimation button (see the icon next to this text). Then a window appears, in which
the quantities to estimate and their ranges can be selected (see fig. 3.11 on the next page). This can
be done manually or by uploading a CSV file. In order to upload a file, click on [Open]. You can
also save your configuration by clicking on [Save].

In a configuration file, you can set the minimum and maximum values for initialization of the
estimated quantities at the beginning of the estimation (initial minimum/maximum) as well as
the minimum and maximum value for each estimated quantity that is allowed during the whole
estimation (minimum/maximum). Here is an example how such a file might look like:

Listing 3.2: Input file example for parameter estimation file

<table>
<thead>
<tr>
<th>Id</th>
<th>initialMinimum</th>
<th>initialMaximum</th>
<th>minimum</th>
<th>maximum</th>
</tr>
</thead>
<tbody>
<tr>
<td>Import_ASLpOH_k</td>
<td>1E-7</td>
<td>0.1</td>
<td>1E-7</td>
<td>0.1</td>
</tr>
<tr>
<td>Import_ASLOOH_k</td>
<td>1E-7</td>
<td>0.1</td>
<td>1E-7</td>
<td>0.1</td>
</tr>
<tr>
<td>Import_ASL_k</td>
<td>1E-7</td>
<td>1</td>
<td>1E-7</td>
<td>1</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
</tbody>
</table>

After you are satisfied with your selected quantities, click on [OK]. Then EvA2 is started and the
respective window (see fig. 3.12 on page 17) lets you select the estimation method (“optimizer”) with
specific settings (see fig. 3.13 on page 18) and the termination criterion (“terminator”). When
you click on [Start], the estimation begins. Please note: If there are initial values (i.e., values at time
point 0) for some model quantities given in the data, SBMLsimulator takes these values as initial
values for the simulations necessary during the estimation. In the case of multiple experimental
datasets loaded, the medians of the initial values are taken. For the quantities without initial values
given in the data, the initial values defined in the model are chosen.

The simulation result with the current best parameter values is always plotted during estimation
and the current quality function value is displayed (fig. 3.14 on page 19).
Figure 3.11: Selection of quantities to estimate. The user can select the quantities to estimate and their ranges manually by modifying the displayed table or via uploading a CSV file by clicking on [Open]. The current configuration of quantities and their ranges (for initialization as well as for the whole estimation process) can be saved by clicking the [Save] button. The search function at the bottom helps you to navigate through the names or identifiers that are potential optimization targets. When you type a name in the text field, the above table will be reduced to elements that contain this name you are typing. The buttons [Select all] and [Select none] are also helpful to choose all or none of the elements within one tab as optimization targets. Note that each tab has these buttons separately, so your choice in one tab does not affect others.
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Figure 3.12: EvA2 settings window. EvA2 lets the user choose the parameter estimation method and the specific settings: just click at the text field next to the label “optimizer”. A separate dialog window will appear that offers a large number of optimization procedures (fig. 3.13 on the following page). In the same way, an appropriate termination criterion can also be set by clicking at the text field that is labeled “terminator”. After clicking on [Start], the estimation begins. During the optimization, a window will appear that displays the quality improvement of the solution, the so-called \textit{fitness}. This is the distance between your experimental data and the simulation result for the currently best parameter set. If the optimization is successful, the fitness will decrease as time proceeds. You can interrupt the optimization at any time by hitting the [Stop] button. When your selected termination criterion is reached, the optimization will stop and you can continue working with your optimized model in the main window of SBMLsimulator.
Figure 3.13: Changing the optimization procedure. The user can change the optimization procedure in this window. Apart from Differential Evolution, many other routines like Particle Swarm Optimization are provided. A parameter of a routine can be changed by clicking in the text field right of it and typing the new value or by clicking in the check box, respectively.
3.9 Parameter estimation

Figure 3.14: Intermediate estimation result. After each generation of solutions by EvA2 the simulation result with the current best parameter estimation is plotted. The current value of the quality function is also shown.
4 Command-line arguments and preferences

It now follows a short overview about all possible command-line options of SBMLsimulator. All functions of the program are also available from the command line. This means that you can also run SBMLsimulator on a cluster and use it for large-scale model calibration. Furthermore, you can use the command-line options in combination with the Graphical User Interface (GUI). One possible use-case scenario would be to launch the program with your desired configuration with a customized start script, e.g., to directly open a certain model file when launching the program.

4.1 Simulator input/output options

4.1.1 Select input files

These options are used to select all input files for the simulation.

--sbml-input-file[ |=]<File> Select a model in SBML format that is to be simulated. Accepts SBML files (*.sbml, *.xml). Default value: none

--time-series-file[ |=]<File> Path to a file with a time series of species, compartment, or parameter values. Accepts CSV files (*.csv). Default value: none

4.1.2 Select output files

Select output files for the results of simulation and parameter estimation.

--sbml-output-file[ |=]<File> Select a file where to store the model in SBML format after parameter optimization. Accepts SBML files (*.sbml, *.xml). Default value: none

--simulation-output-file[ |=]<File> Select a file where to store the results of a simulation. Accepts CSV files (*.csv). Default value: none

4.2 Simulation options

4.2.1 Missing values

Decide how to treat the values of compartments, species, and parameters if no initial value has been defined in the model. A missing initial value is to be distinguished from invalid, i.e., NaN values. Furthermore, the elements may have very diverse the units associated with them. Here it is only possible to define one numeric value for each element group, irrespective of any unit.
--default-init-compartment-size[ |=]<Double> If not specified the value corresponding to this argument will be used to initialize the size of compartments. Arguments must fit into the range \((0.0, 9 \cdot 10^9]\). Default value: 1.0

--default-init-species-value[ |=]<Double> If not specified the value corresponding to this argument will be used to initialize species depending on their hasOnlySubstanceUnits property as initial amount or initial concentration. Arguments must fit into the range \((0.0, 9 \cdot 10^9]\). Default value: 1.0

--default-init-parameter-value[ |=]<Double> The default initial value that is set for parameters with undefined value. Arguments must fit into the range \((0.0, 9 \cdot 10^9]\). Default value: 1.0

### 4.2.2 Settings for the simulation

Here you can specify parameters for the simulation of the model.

--ode-solver[ |=]<Class> This gives the class name of the default solver for Ordinary Differential Equation (ODE) systems. The associated class must implement AbstractDESSolver and must have a constructor without any parameters. All possible values for type <Class> are:

- org.simulator.math.odes.AdamsBashforthSolver,
- org.simulator.math.odes.AdamsMoultonSolver,
- org.simulator.math.odes.DormandPrince54Solver,
- org.simulator.math.odes.DormandPrince853Solver,
- org.simulator.math.odes.EulerMethod,
- org.simulator.math.odes.GraggBulirschStoerSolver,
- org.simulator.math.odes.HighamHall54Solver,
- org.simulator.math.odes.RosenbrockSolver, and

Default value: org.simulator.math.odes.RungeKutta_EventSolver

--abs-tol[ |=]<Double> Allowed absolute vectorial error. Default value: 1.0E-10

--rel-tol[ |=]<Double> Allowed relative vectorial error. Default value: 1.0E-6

--sim-start-time[ |=]<Double> The double value associated with this key must, in case of SBML equal to zero. Generally, any start time would be possible. This is why this key exists. But SBML is defined to start its simulation at the time zero. Arguments must fit into the range \([0, 10^5]\). Default value: 0.0
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--sim-end-time[ |=]<Double> With the associated non-negative double number that has to be greater than 0 when simulating SBML models, it is possible to perform a simulation. Arguments must fit into the range \((0, 10^5]\). Default value: 5.0

--sim-step-size[ |=]<Double> The greater this value the longer the computation time, but the more accurate will be the result. Arguments must fit into the range \((0, 10^5]\). Default value: 0.01

4.3 Estimation Options

4.3.1 Spline approximation

These options allow you to estimate parameters with respect to spline interpolation values between given measurement data and to configure how to calculate these splines.

--fit-to-splines If this is selected, splines will be calculated from given experimental data and the parameter estimation procedure will fit the system to the splines instead of the original values. The advantage of this procedure is that the amount of available data is increased due to this form of interpolation, also ensuring that the shape of the resulting curves comes close to what could be expected. The disadvantage is that the influence of potential outliers on the overall fitness is increased. Default value: false

--number-of-spline-samples[ |=]<Integer> This defines the number of additional spline sampling points between the measurement data. If you select zero, only the real sampling points will be used. Default value: 50

4.3.2 Default optimization targets

Select the default optimization targets.

--est-all-compartments Decide whether or not by default all compartments in a model should be considered the target of an optimization, i.e., value estimation. Default value: false

--est-all-global-parameters[ |=]<Boolean> Decide whether or not by default all global parameters in a model should be considered the target of an optimization, i.e., value estimation. Default value: true

--est-all-local-parameters[ |=]<Boolean> Decide whether or not by default all local parameters in a model should be considered the target of an optimization, i.e., value estimation. Default value: true

--est-all-species Decide whether or not by default all species in a model should be considered the target of an optimization, i.e., value estimation. Default value: false
4.3 Estimation Options

--est-all-undefined-quantities  Estimates the values for all those quantities in the model whose values are either undefined or set to NaN. Default value: False

4.3.3 Ranges of all optimization targets

Define the initial and absolute ranges of all optimization targets.

--est-init-min-value  The minimal value of the initialization range in a parameter estimation procedure. Default value: 0.0

--est-init-max-value  The maximal value of the initialization range in a parameter estimation procedure. Default value: 10.0

--est-min-value  The minimal value in the absolute allowable range in a parameter estimation procedure. Default value: 0.0

--est-max-value  The maximal value in the absolute allowable range in a parameter estimation procedure. Default value: 1000.0

4.3.4 Integration strategy

Select whether or not to apply a multiple shooting strategy.

--est-multi-shoot  Decide whether a model calibration should be done using multiple shoot technique. This should be the default. The other possibility is the so-called single shoot technique. This means that only one initial value is taken to integrate the ordinary differential equation system, whereas the multiple shoot technique restarts the integration in each time step given the values in this step. The aim is then to come as close as possible to the start value in the next time step. In many cases the fitness landscape becomes much more friendly when using a multiple shoot strategy. Default value: True

--use-existing-solution  Select whether or not to use the parameters in the existing model for post-optimization. Default value: False

4.3.5 Quality function

Here you can specify how to evaluate the quality of a parameter set with respect to given experimental data.

--quality-measure  This specifies the class name of the default quality function that evaluates the quality of a simulation with respect to given (experimental) data. All possible values for type Class are:

  - org.simulator.math.EuclideanDistance,
  - org.simulator.math.ManhattanDistance,
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- org.simulator.math.N_Metric,
- org.simulator.math.PearsonCorrelation,
- org.simulator.math.RelativeEuclideanDistance,
- org.simulator.math.RelativeManhattanDistance,
- org.simulator.math.RelativeSquaredError, and

Default value: org.simulator.math.RelativeSquaredError

--quality-default-value[ |=]<Double> The default return value of a quality function that can be used if for some reason a quality cannot be computed. For example, this might avoid a division by zero. Default value: 1000.0

--quality-n-metric-root[ |=]<Double> The root parameter in the distance function for n-metrics: in case of the n-norm this is at the same time also the exponent. For instance, the Euclidean distance has a root value of two, whereas the Manhattan norm has a root of one. In the Relative Squared Error (RSE), the default root is also two, but this value may be changed. Default value: 3.0

4.3.6 Additional options

--est-targets[ |=]<String> The file with the values to estimate and their initial setting.

4.4 Options for the graphical user interface

4.4.1 Additional options

--check-for-updates[ |=]<Boolean> Decide whether or not this program should search for updates at start-up. Default value: true

--gui If this option is given, the program will display its Graphical User Interface (GUI). Default value: false

--log-level[ |=]<String> Change the log-level of this application. This option will influence how fine-grained error and other log messages will be that you receive while executing this program. All possible values for type <String> are: ALL, CONFIG, FINE, FINER, FINEST, INFO, OFF, SEVERE, and WARNING. Default value: INFO
4.5 Plot Options

4.5.1 Plotting panel options
Options for the visible rectangle of the plot panel.

--show-plot-grid  Decide whether or not to draw a grid in the plot area. Default value: false

--show-plot-legend[ |==]<Boolean>  Add or remove a legend in the plot. Default value: true

--show-plot-tooltips  Let the plot display tool tips for each curve. Default value: false

4.5.2 Appearance of the plot
Options for appearance of the plot area.

--plot-background-color[ |==]<Color>  The background color of the plot Default value:
  java.awt.Color[r=255,g=255,b=255] (white)

--plot-grid-color[ |==]<Color>  The color of the plot’s grid Default value:
  java.awt.Color[r=64,g=64,b=64] (anthracite)

4.6 CSV options

4.6.1 CSV file selection
Select the character-separated file to be opened.

--csv-file[ |==]<File>  A CSV file to be opened. Default value: none

4.6.2 CSV file characters
Define the special characters in CSV files that separate values or that quote strings of characters.

--csv-files-separator-char[ |==]<Character>  The separator character that is written between the entries of a character separated value file. Not that actually any Unicode Transformation Format (UTF)-8 character can be used as a separator, not only commas. All possible values for type <Character> are: →, , /, ;, and |. Default value: ,

--csv-files-quote-char[ |==]<Character>  The character that is used to quote strings inside of CSV files in order to prevent a miss-interpretation of white spaces with separator characters. Default value: "
4.7 Garuda options

Settings for the communication with a Garuda Core and hence access to other Garuda gadgets.

--connect-to-garuda[ |=]Boolean> Decides whether or not the current application should attempt to connect to the Garuda Core (Ghosh et al. [2011]). Default value: true
5 License

SBMLsimulator is free software: you can redistribute it and/or modify it under the terms of the GNU Lesser General Public License as published by the Free Software Foundation, either version 3 of the License, or (at your option) any later version.

This program is distributed in the hope that it will be useful, but WITHOUT ANY WARRANTY; without even the implied warranty of MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the GNU General Public License for more details.

You should have received a copy of the GNU Lesser General Public License along with this program. If not, see http://www.gnu.org/licenses/lgpl-3.0-standalone.html.

5.1 Included third-party libraries and packages

SBMLsimulator includes and redistributes the following software packages:

- JSBML [Dräger et al., 2011], which is freely available under the terms of the GNU Lesser General Public License (LGPL) version 2.1, see http://sbml.org/Software/JSBML.
- the Systems Biology Simulation Core Library (SBSCL) [Keller et al., 2013], which is licensed under the LGPL version 3.1, see http://simulation-core.sourceforge.net.
- the nature-inspired heuristic optimization framework EvA2 (LGPL Version 3, Kronfeld et al., 2010), see http://www.cogsys.cs.uni-tuebingen.de/software/EvA2.
- Apache Commons-math under the terms of the Apache Software License, Version 2.0, see http://commons.apache.org/math/.
- JCommon, licensed under LGPL Version 2.1, see http://jfree.org/jcommon.
- JFreeChart, licensed under LGPL Version 3.1, see http://www.jfree.org/jfreechart.
- Mac OS X support: Quaqua Look and Feel, license LGPL Version 2.1, see http://www.randelshofer.ch/quaqua/.
6 FAQ / Troubleshooting

Where can I get help for a certain component/ option/ check-box/ etc.?
Most elements in SBMLsimulator have tool-tips. If you do not understand an option, you can get help in the first place by just pointing the mouse cursor over it and wait for the tool-tip to show up (∼3 seconds).

I'm getting a “java.lang.OutOfMemoryError: Java heap space”
Some operations need a lot of memory. If you simply start SBMLsimulator, without any JVM parameters, only 64 MB of memory are available. Please append the argument -Xmx1024M to start the application with 1 GB of main memory. See section 2.2 on page 2 for a more detailed description of how to start the application with additional memory. If possible, you should give the application 2 GB of main memory. A minimum of 1 GB main memory should be available to the application.

Is an internet connection required to run SBMLsimulator?
An internet connection is not required for simulations, but for some other operations, like the online-update feature.

Where can I get the latest version?
Go to [http://www.cogsys.cs.uni-tuebingen.de/software/SBMLsimulator/](http://www.cogsys.cs.uni-tuebingen.de/software/SBMLsimulator/).

Which Java™ version must be installed on my computer to launch SBMLsimulator?
SBMLsimulator requires at least Java™ 1.6. Please see [http://www.java.com/de/download/](http://www.java.com/de/download/) to download the latest Java™ version.

Why does SBMLsimulator not start on my Mac with Mac OS X prior to 10.6 Update 3?
If you try to launch SBMLsimulator, but the application does not start and you receive the following error message on the command-line or Java™ console of your Mac, you need to update your Java™ installation:

```
Exception in thread "AWT-EventQueue-0" java.lang.NoClassDefFoundError:
    com/apple/eawt/AboutHandler
  at java.lang.ClassLoader.defineClass1(Native Method)
  at java.lang.ClassLoader.defineClass(ClassLoader.java:703)
  ...
```

The interface `com.apple.eawt.AboutHandler` was introduced to Java™ for Mac OS X 10.6
Update 3. If you have an earlier version of Mac OS X or Java™, please update your operating system or Java™ installation. Also see the Mac OS X documentation about the AboutHandler for more information. On a Mac, you can update your Java™ installation through the Software Update menu item in the main Apple menu.

**How can I report bugs or get help?**
Just contact the mailing list using the following e-mail address: [sbmlsimulator@googlegroups.com](mailto:sbmlsimulator@googlegroups.com).
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Release notes

B.1 Version 1.0

This is the first release from March 1st 2012.

B.2 Version 1.1

This version was released at April 25th 2013.

B.2.1 New features

Includes version 1.3 of the Systems Biology Simulation Core Library (SBSCL) (Keller et al., 2013).

B.2.2 Bug fixes

All issues related to the simulation of SBML files that were fixed in the Systems Biology Simulation Core Library (SBSCL).

B.3 Version 1.2

This third release was announced at April 24th 2014.

B.3.1 New features

✓ The estimation targets and their ranges can now be saved into a file and loaded again.

✓ Spline interpolation can now be used before optimization.

✓ The program has been updated and is now based on the new version 1.4 of the Systems Biology Simulation Core Library (SBSCL) and JSBML version 1.0β1.

✓ Support for Garuda has been added.
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✔ Improved support for Mac OS X
✔ Program update to Java™ version 1.6

B.3.2 Bug fixes

✘ Some errors in the command line mode have been corrected.

✘ There was an error in optimization when time point 0 is not given.

B.4 Version 1.2.1

This is a minor bug-fix release from July 18th 2014.

B.4.1 New features

✔ Now a new model can be selected to be opened without closing the current model. The active model can still be saved before being closed.

B.4.2 Bug fixes

✘ There was an error in the data importer: columns were not correctly skipped, if chosen by the user.
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Acronyms

API  Application Programming Interface
CSV  Character-Separated Value
GUI  Graphical User Interface
Id   Identifier
JDK  Java™ Development Kit
JVM  Java™ Virtual Machine
JAR  Java™ Archive
LGPL GNU Lesser General Public License
NaN  Not a Number
ODE  Ordinary Differential Equation
PDF  Portable Document Format
RSE  Relative Squared Error
SBML Systems Biology Markup Language
SBSCL Systems Biology Simulation Core Library
UTF  Unicode Transformation Format
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